**C Pointers**

In this tutorial, you'll learn about pointers; what pointers are, how do you use them and the common mistakes you might face when working with them with the help of examples.

Pointers are powerful features of C and C++ programming. Before we learn pointers, let's learn about addresses in C programming.

**Address in C**

If you have a variable var in your program, &var will give you its address in the memory.

We have used address numerous times while using the scanf() function.

scanf("%d", &var);

Here, the value entered by the user is stored in the address of var variable. Let's take a working example.

#include <stdio.h>

int main()

{

int var = 5;

printf("var: %d\n", var);

// Notice the use of & before var

printf("address of var: %p", &var);

return 0;

}

**Output**

var: 5

address of var: 2686778

**Note:** You will probably get a different address when you run the above code.

**C Pointers**

Pointers (pointer variables) are special variables that are used to store addresses rather than values.

**Pointer Syntax**

Here is how we can declare pointers.

int\* p;

Here, we have declared a pointer p of int type.

You can also declare pointers in these ways.

int \*p1;

int \* p2;

Let's take another example of declaring pointers.

int\* p1, p2;

Here, we have declared a pointer p1 and a normal variable p2.

**Assigning addresses to Pointers**

Let's take an example.

int\* pc, c;

c = 5;

pc = &c;

Here, 5 is assigned to the c variable. And, the address of c is assigned to the pc pointer.

**Get Value of Thing Pointed by Pointers**

To get the value of the thing pointed by the pointers, we use the \* operator. For example:

int\* pc, c;

c = 5;

pc = &c;

printf("%d", \*pc); // Output: 5

Here, the address of c is assigned to the pc pointer. To get the value stored in that address, we used \*pc.

**Note:**In the above example, pc is a pointer, not \*pc. You cannot and should not do something like \*pc = &c;

By the way, \* is called the dereference operator (when working with pointers). It operates on a pointer and gives the value stored in that pointer.

**Changing Value Pointed by Pointers**

Let's take an example.

int\* pc, c;

c = 5;

pc = &c;

c = 1;

printf("%d", c); // Output: 1

printf("%d", \*pc); // Ouptut: 1

We have assigned the address of c to the pc pointer.

Then, we changed the value of c to 1. Since pc and the address of c is the same, \*pc gives us 1.

Let's take another example.

int\* pc, c;

c = 5;

pc = &c;

\*pc = 1;

printf("%d", \*pc); // Ouptut: 1

printf("%d", c); // Output: 1

We have assigned the address of c to the pc pointer.

Then, we changed \*pc to 1 using \*pc = 1;. Since pc and the address of c is the same, c will be equal to 1.

Let's take one more example.

int\* pc, c, d;

c = 5;

d = -15;

pc = &c; printf("%d", \*pc); // Output: 5

pc = &d; printf("%d", \*pc); // Ouptut: -15

**Explanation of the program**

1. int\* pc, c;  
   ![A pointer variable and a normal variable is created.](data:image/jpeg;base64,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)  
   Here, a pointer pc and a normal variable c, both of type int, is created.  
   Since pc and c are not initialized at initially, pointer pc points to either no address or a random address. And, variable c has an address but contains random garbage value.
2. c = 22;  
   ![22 is assigned to variable c.](data:image/jpeg;base64,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)  
   This assigns 22 to the variable c. That is, 22 is stored in the memory location of variable c.
3. pc = &c;  
   ![Address of variable c is assigned to pointer pc.](data:image/jpeg;base64,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)  
   This assigns the address of variable c to the pointer pc.
4. c = 11;  
   ![11 is assigned to variable c.](data:image/jpeg;base64,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)  
   This assigns 11 to variable c.
5. \*pc = 2;  
   ![5 is assigned to pointer variable's address.](data:image/jpeg;base64,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)  
   This change the value at the memory location pointed by the pointer pc to 2.

### Common mistakes when working with pointers

Suppose, you want pointer pc to point to the address of c. Then,

int c, \*pc;

// pc is address but c is not

pc = c; // Error

// &c is address but \*pc is not

\*pc = &c; // Error

// both &c and pc are addresses

pc = &c; // Not an error

// both c and \*pc values

\*pc = c; // Not an error

Here's an example of pointer syntax beginners often find confusing.

#include <stdio.h>

int main() {

int c = 5;

int \*p = &c;

printf("%d", \*p); // 5

  return 0;

}

**Why didn't we get an error when using int \*p = &c;?**

It's because

int \*p = &c;

is equivalent to

int \*p:

p = &c;

In both cases, we are creating a pointer p (not \*p) and assigning &c to it.

To avoid this confusion, we can use the statement like this:

int\* p = &c;

**Relationship Between Arrays and Pointers**

In this tutorial, you'll learn about the relationship between arrays and pointers in C programming. You will also learn to access array elements using pointers.

Before you learn about the relationship between arrays and pointers, be sure to check these two topics:

* [C Arrays](https://www.programiz.com/c-programming/c-arrays)
* [C Pointers](https://www.programiz.com/c-programming/c-pointers)

**Relationship Between Arrays and Pointers**

An array is a block of sequential data. Let's write a program to print addresses of array elements.

#include <stdio.h>

int main() {

int x[4];

int i;

for(i = 0; i < 4; ++i) {

printf("&x[%d] = %p\n", i, &x[i]);

}

printf("Address of array x: %p", x);

return 0;

}

**Output**

&x[0] = 1450734448

&x[1] = 1450734452

&x[2] = 1450734456

&x[3] = 1450734460

Address of array x: 1450734448

There is a difference of 4 bytes between two consecutive elements of array x. It is because the size of int is 4 bytes (on our compiler).

Notice that, the address of &x[0] and x is the same. It's because the variable name x points to the first element of the array.

![Relation between arrays and pointers](data:image/jpeg;base64,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)Relation between Arrays and Pointers

From the above example, it is clear that &x[0] is equivalent to x. And, x[0] is equivalent to \*x.

Similarly,

* &x[1] is equivalent to x+1 and x[1] is equivalent to \*(x+1).
* &x[2] is equivalent to x+2 and x[2] is equivalent to \*(x+2).
* ...
* Basically, &x[i] is equivalent to x+i and x[i] is equivalent to \*(x+i).

**Example 1: Pointers and Arrays**

#include <stdio.h>

int main() {

int i, x[6], sum = 0;

printf("Enter 6 numbers: ");

for(i = 0; i < 6; ++i) {

// Equivalent to scanf("%d", &x[i]);

scanf("%d", x+i);

// Equivalent to sum += x[i]

sum += \*(x+i);

}

printf("Sum = %d", sum);

return 0;

}

When you run the program, the output will be:

Enter 6 numbers: 2

3

4

4

12

4

Sum = 29

Here, we have declared an array x of 6 elements. To access elements of the array, we have used pointers.

In most contexts, array names decay to pointers. In simple words, array names are converted to pointers. That's the reason why you can use pointers to access elements of arrays. However, you should remember that **pointers and arrays are not the same**.

There are a few cases where array names don't decay to pointers. To learn more, visit: [When does array name doesn't decay into a pointer?](https://stackoverflow.com/questions/17752978/exceptions-to-array-decaying-into-a-pointer)

### Example 2: Arrays and Pointers

#include <stdio.h>

int main() {

int x[5] = {1, 2, 3, 4, 5};

int\* ptr;

// ptr is assigned the address of the third element

ptr = &x[2];

printf("\*ptr = %d \n", \*ptr); // 3

printf("\*(ptr+1) = %d \n", \*(ptr+1)); // 4

printf("\*(ptr-1) = %d", \*(ptr-1)); // 2

return 0;

}

When you run the program, the output will be:

\*ptr = 3

\*(ptr+1) = 4

\*(ptr-1) = 2

In this example, &x[2], the address of the third element, is assigned to the ptr pointer. Hence, 3 was displayed when we printed \*ptr.

And, printing \*(ptr+1) gives us the fourth element. Similarly, printing \*(ptr-1) gives us the second element.

# C Pass Addresses and Pointers

In this tutorial, you'll learn to pass addresses and pointers as arguments to functions with the help of examples.

In C programming, it is also possible to pass addresses as arguments to functions.

To accept these addresses in the function definition, we can use pointers. It's because pointers are used to store addresses. Let's take an example:

## Example: Pass Addresses to Functions

#include <stdio.h>

void swap(int \*n1, int \*n2);

int main()

{

int num1 = 5, num2 = 10;

// address of num1 and num2 is passed

swap( &num1, &num2);

printf("num1 = %d\n", num1);

printf("num2 = %d", num2);

return 0;

}

void swap(int\* n1, int\* n2)

{

int temp;

temp = \*n1;

\*n1 = \*n2;

\*n2 = temp;

}

When you run the program, the output will be:

num1 = 10

num2 = 5

The address of num1 and num2 are passed to the swap() function using swap(&num1, &num2);.

Pointers n1 and n2 accept these arguments in the function definition.

void swap(int\* n1, int\* n2) {

... ..

}

When \*n1 and \*n2 are changed inside the swap() function, num1 and num2 inside the main() function are also changed.

Inside the swap() function, \*n1 and \*n2 swapped. Hence, num1 and num2 are also swapped.

Notice that swap() is not returning anything; its return type is void.

## Example 2: Passing Pointers to Functions

#include <stdio.h>

void addOne(int\* ptr) {

(\*ptr)++; // adding 1 to \*ptr

}

int main()

{

int\* p, i = 10;

p = &i;

addOne(p);

printf("%d", \*p); // 11

return 0;

}

Here, the value stored at p, \*p, is 10 initially.

We then passed the pointer p to the addOne() function. The ptr pointer gets this address in the addOne() function.

Inside the function, we increased the value stored at ptr by 1 using (\*ptr)++;. Since ptr and p pointers both have the same address, \*p inside main() is also 11.

# C Dynamic Memory Allocation

In this tutorial, you'll learn to dynamically allocate memory in your C program using standard library functions: malloc(), calloc(), free() and realloc().

As you know, an array is a collection of a fixed number of values. Once the size of an array is declared, you cannot change it.

Sometimes the size of the array you declared may be insufficient. To solve this issue, you can allocate memory manually during run-time. This is known as dynamic memory allocation in C programming.

To allocate memory dynamically, library functions are malloc(), calloc(), realloc() and free() are used. These functions are defined in the <stdlib.h> header file.

## C malloc()

The name "malloc" stands for memory allocation.

The malloc() function reserves a block of memory of the specified number of bytes. And, it returns a [pointer](https://www.programiz.com/c-programming/c-pointers) of void which can be casted into pointers of any form.

### Syntax of malloc()

ptr = (castType\*) malloc(size);

**Example**

ptr = (float\*) malloc(100 \* sizeof(float));

The above statement allocates 400 bytes of memory. It's because the size of float is 4 bytes. And, the pointer ptr holds the address of the first byte in the allocated memory.

The expression results in a NULL pointer if the memory cannot be allocated.

## C calloc()

The name "calloc" stands for contiguous allocation.

The malloc() function allocates memory and leaves the memory uninitialized, whereas the calloc() function allocates memory and initializes all bits to zero.

### Syntax of calloc()

ptr = (castType\*)calloc(n, size);

**Example:**

ptr = (float\*) calloc(25, sizeof(float));

The above statement allocates contiguous space in memory for 25 elements of type float.

## C free()

Dynamically allocated memory created with either calloc() or malloc() doesn't get freed on their own. You must explicitly use free() to release the space.

### Syntax of free()

free(ptr);

This statement frees the space allocated in the memory pointed by ptr.

### Example 1: malloc() and free()

// Program to calculate the sum of n numbers entered by the user

#include <stdio.h>

#include <stdlib.h>

int main() {

int n, i, \*ptr, sum = 0;

printf("Enter number of elements: ");

scanf("%d", &n);

ptr = (int\*) malloc(n \* sizeof(int));

// if memory cannot be allocated

if(ptr == NULL) {

printf("Error! memory not allocated.");

exit(0);

}

printf("Enter elements: ");

for(i = 0; i < n; ++i) {

scanf("%d", ptr + i);

sum += \*(ptr + i);

}

printf("Sum = %d", sum);

// deallocating the memory

free(ptr);

return 0;

}

**Output**

Enter number of elements: 3

Enter elements: 100

20

36

Sum = 156

Here, we have dynamically allocated the memory for n number of int.

### Example 2: calloc() and free()

// Program to calculate the sum of n numbers entered by the user

#include <stdio.h>

#include <stdlib.h>

int main() {

int n, i, \*ptr, sum = 0;

printf("Enter number of elements: ");

scanf("%d", &n);

ptr = (int\*) calloc(n, sizeof(int));

if(ptr == NULL) {

printf("Error! memory not allocated.");

exit(0);

}

printf("Enter elements: ");

for(i = 0; i < n; ++i) {

scanf("%d", ptr + i);

sum += \*(ptr + i);

}

printf("Sum = %d", sum);

free(ptr);

return 0;

}

**Output**

Enter number of elements: 3

Enter elements: 100

20

36

Sum = 156

## C realloc()

If the dynamically allocated memory is insufficient or more than required, you can change the size of previously allocated memory using the realloc() function.

### Syntax of realloc()

ptr = realloc(ptr, x);

Here, ptr is reallocated with a new size x.

### Example 3: realloc()

#include <stdio.h>

#include <stdlib.h>

int main() {

int \*ptr, i , n1, n2;

printf("Enter size: ");

scanf("%d", &n1);

ptr = (int\*) malloc(n1 \* sizeof(int));

printf("Addresses of previously allocated memory:\n");

for(i = 0; i < n1; ++i)

printf("%pc\n",ptr + i);

printf("\nEnter the new size: ");

scanf("%d", &n2);

// rellocating the memory

ptr = realloc(ptr, n2 \* sizeof(int));

printf("Addresses of newly allocated memory:\n");

for(i = 0; i < n2; ++i)

printf("%pc\n", ptr + i);

free(ptr);

return 0;

}

**Output**

Enter size: 2

Addresses of previously allocated memory:

26855472

26855476

Enter the new size: 4

Addresses of newly allocated memory:

26855472

26855476

26855480

26855484